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a) Summary of results

This project explores various ways of synchronizing software source code with implicit application domain knowledge. The key results achieved in the four tracks of this project include:

1. **Coordinating models and code**: We have developed a technique called *live feature analysis* for establishing the correspondence between a feature and the code that implements it. Live feature analysis allows us to maintain at runtime a model of a system’s features. To enable change at runtime, a system must be self-aware and be able to fully reflect on itself. To achieve this we developed *Albedo*, a unified approach to structural and behavioral reflection. We have also explored how search-driven-development can improve the understanding of the code by raising the trustability of the search results.

2. **Embedding domain models in the code**: We continued the development of the *Helvetia* platform for embedding domain-specific languages into an existing programming environment by leveraging the underlying representation of the host language and the existing tools. We have extended Helvetia with *Language Boxes*, which allow language extensions to be scoped to a particular context, and we have developed *PetitParser*, which enables multiple grammar extensions to be easily composed.

3. **Bringing dynamic models to the IDE**: We have extended the developed approaches integrating dynamic models into the IDE, have empirically analyzed the problems of navigating software systems, and conducted controlled experiments with professional software developers to reveal the effect of the availability of dynamic models in the IDE on developer productivity. These experiments showed that developers can both more quickly and more correctly perform typical software development and maintenance tasks thanks to the access to dynamic models in the IDE.

4. **Model-centric development**: We have developed a new Smalltalk environment called *Pinocchio* in which the application code and interpreter are reified. It allows us to extend and modify the interpreter from within the provided runtime by subclassing its base classes. During the last year we focused on finishing the compiler and runtime so that it can run standard Smalltalk code with reasonable performance. To do so we switched to an opcode-based runtime leaving the code reified as AST nodes only for the first-class interpreters. Then we used the infrastructure to prototype three non-trivial interpreters: a stepping debugger, a parallel debugger and an alias interpreter.

This research of the final year has resulted in 2 journal papers, 8 papers in international, peer-reviewed conferences, as well as numerous other workshop papers, reports and theses.

**Results**

We present the results obtained during the period from Oct 1, 2009 to Sept 30, 2010.
Coordinating models and code

In this track we explore ways to embed multiple models in code and to mine higher-level abstractions from code. We explored how search-driven-development can improve the understanding of the code by enabling the developer to incrementally construct his mental model of the source code. We investigated the importance of search-driven navigation in the IDE [Kuh10]. Furthermore we proposed a technique for raising the trustability of the search results by incorporating user votes and cross-project developer activity [GK10].

Traditional feature analysis approaches establish the correspondence between features and source code by exercising features to generate a trace of runtime events. This trace is then processed by post-mortem analysis. These approaches are neither dynamic nor adaptable to changes in the analyzed applications. To overcome these drawbacks we developed a new approach called live feature analysis [DRGN10]. This approach builds the causal connection between features and source code at runtime by adapting the application’s behavior and annotating the structural representation of the source code. Our approach enables analysis of features on a running system, makes it possible to “grow” feature representations by exercising different scenarios of the same feature, and identifies execution elements down to the sub-method level.

Runtime is of the utmost importance for software evolution. To enable change at runtime, a system must be self-aware and be able to fully reflect on itself. Most languages provide incomplete reflective facilities generally as external mechanisms. We developed Albedo [RRGN10] to face these challenges. Albedo is a model of fined-grained unanticipated dynamic structural and behavioral adaptation. Instead of providing reflective capabilities as an external mechanism we integrate them deeply in the environment. Modeling explicit meta-objects allows us to provide a range of reflective features and thereby evolve both application models and environments at run-time.

Concurrency control in most programming languages is expressed at a low level of abstraction, and is tangled with functional code. We introduced a novel concurrency control approach which uses high-level synchronization specifications to declaratively express concurrency requirements [RN09]. A dynamic synchronization system adapts functional code accordingly to meet those requirements.

Embedding domain models in the code

With Helvetia we explored a lightweight approach to leverage the underlying representation of the host language to embed new languages into an existing host environment. Helvetia is an extensible system that intercepts the compilation pipeline of the host language and reuses various tools such as editors and debuggers to seamlessly integrate language extensions [RGN10].

On top of Helvetia we proposed the Language Boxes model, a modular mechanism to encapsulate (1) compositional changes to the host language, (2) transformations to address various concerns such as compilation and syntax highlighting, and (3) scoping rules to control visibility of fine-grained language extensions. Language boxes enable multiple context-dependent language extensions [RDN09]. We then developed PetitParser, a dynamic grammar description framework. PetitParser makes it possible to dynamically transform, reuse, compose and extend language grammars; it is the enabling technology for Language Boxes [RDGN10b].

In extended case studies we have implemented various embedded languages1 and used them as a validation of our approach. We have applied the Helvetia infrastructure to detect common problems in domain-specific code and display and fix these problems using the existing infrastructure [RDGN10a], and we have used Helvetia to integrate fine-grained, context-dependent models with application code.

Bringing dynamic models to the IDE

This track is concerned with the integration of run-time information into the static views of source code typically offered by Integrated Development Environments (IDEs). Empirical validation is a key component of this task.

---

1http://scg.unibe.ch/research/helvetia/examples
We have developed Senseo\(^2\), a plug-in to the popular Eclipse IDE for Java [Röt10]. Senseo analyzes the runtime of Java applications to gather information about message sends or types of objects instantiated at runtime. To perform the dynamic analysis Senseo uses a dedicated Java instrumentation framework developed by the research group of Prof. Walter Binder at the University of Lugano. Senseo augments the Eclipse IDE with dynamic information by embedding information about dynamic callers or callees of a method in the source code view, by integrating easy-to-read visualizations pinpointing hot spots in code such as methods instantiating many large objects, or by listing all source entities collaborating to a selected artifact (package, class, or method).

An extensive empirical study with a large group of professional developers from industry has been carried out to assess the impact of Senseo on productivity for typical maintenance tasks. We have measured the time developers spent on the tasks and the correctness of the solutions. The study has revealed a 17.5% decrease in time spent and a 33.5% increase in correctness of the solutions when dynamic information is made available with Senseo in the Eclipse IDE [RHV\(^+\)10] (in print).

As developers are overwhelmed with too much information in an IDE, we have developed Autumn-Leaves, a technique to automatically close unused windows or tabs in an IDE [RND09]. This approach helps developers to maintain the overview when working on large software systems whose navigation typically involves the opening of plenty of windows in the IDE.

Model-centric development

To support development tools like debuggers, software systems need to provide a meta-programming interface to alter their semantics and access internal data. Reflective capabilities are typically fixed at the level of the Virtual Machine (VM). Unanticipated reflective features must either be simulated by complex program transformations, or they require the development of a specially tailored VM.

To overcome this limitation we developed new Smalltalk environment called Pinocchio [VBG\(^+\)10] \(^3\). It eliminates the restrictions on the reflective capabilities by fully providing them from within the runtime. To do so Pinocchio refines the application code in the form of AST nodes and provides an extensible meta-circular interpreter for these AST nodes.

By providing a Smalltalk-based implementation of the code and its interpretation, Smalltalk programmers regain full runtime control over their code and its interpretation without having to rely on knowledge of a low-level language. To implement an alternative interpretation of an application the user can rely on the full power of Smalltalk to modify and extend the standard interpretation by subclassing the provided meta-circular interpreter.

We validated Pinocchio by implementing non-trivial examples that extend runtime semantics to support debugging, parallel debugging, and back-in-time object-flow debugging.

Since the implementation is fully decoupled from direct VM support we are confident that this strategy is a viable strategy for building custom interpreters and debuggers for other languages and environments.

Staff contributions

- Lukas Renggli has defended his PhD in October 2010 [Ren10]. He has developed a novel approach to integrate embedded languages within a general purpose programming language and the existing tools. He has participated in numerous papers related to his research, either as first author or as co-author [RG09, RDN09, RRGN10, PRR10, RGN10, RDGN10a, RDGN10b].

- Jorge Ressia has completed the second year of his PhD. He is working on the track “Coordinating models and code”, and has developed a unified approach to achieve structural and behavioral reflection. He has published some initial results related to this work [RN09, RRGN10, DRGN10].

- David Röthlisberger completed his PhD at the beginning of June. He has extensively worked on techniques to augment the understanding of software systems from within the IDE, for instance by embedding dynamic information into the static source perspectives of IDEs. He validated the impact

\(^2\)http://scg.unibe.ch/research/senseo

\(^3\)http://scg.unibe.ch/research/pinocchio
of these techniques on developer productivity by conducting comprehensive empirical experiments with industrial software developers.

Dr. Röthlisberger has published about these techniques at various venues [RNDB09, RND09, Röt09, RHV+10, Röt10]. Dr. Röthlisberger also co-organized the PCODA workshop co-located with WCRE 2010 [HLRZG10].

- Toon Verwaest has completed the third year of his PhD. He has developed Pinocchio, a novel Smalltalk implementation that provides a high-level model of the application code as well as an extensible meta-circular interpreter to support continuous behavioral reflection. He has published the results of this work [VBG+10].

**Important events**

- Oscar Nierstrasz was co-organizer of FOSD 2010 (2nd Workshop on Feature-Oriented Software Development) and Invited Speaker at SOFSEM 2010 (36th International Conference on Current Trends in Theory and Practice of Computer Science, Principles of Software Construction track)


- Lukas Renggli was a program committee member of the IDM 2009 conference, the IWST 2009 international workshop, the DSAL 2010 workshop, the IWST 2010 international workshop, and the FAST 2010 research track.

- Jorge Ressia has been co-reviewer of the international conferences MODELS 2009, ICSM 2010 and TOOLS 2010, and the FAST 2010 research track.

- David Röthlisberger co-organized the 5th PCODA international workshop on Program Comprehension through Dynamic Analysis (Boston, USA) [HLRZG10]

- Toon Verwaest was co-reviewer for TOOLS 2010, SE 2011 and C5 2011.
b) Publications

Papers published in the final year of this project are annexed to this report. They are all available electronically as PDF files at the following url:

http://scg.unibe.ch/scgbib?query=snf10

Please note that proceedings, theses, technical reports and student projects are not included with this report, but are nevertheless available electronically from the above URL.
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